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Abstract. Today it is easy to find a lot of tools to define data migration sche-
mas among different types of information systems. Data migration processes 
use to be implemented on a very diverse range of applications, ranging from 
conventional operational systems to data warehousing platforms. The imple-
mentation of a data migration process often involves a serious planning, consi-
dering the development of conceptual migration schemas at early stages. Such 
schemas help architects and engineers to plan and discuss the most adequate 
way to migrate data between two different systems. In this paper we present and 
discuss a way for enriching data migration conceptual schemas in BPMN using 
a domain-specific language, demonstrating how to convert such enriched sche-
mas to a first correspondent physical representation (a skeleton) in a conven-
tional ETL implementation tool like Kettle. 
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1 Introduction 

Nowadays, companies implemented very specialized data warehouses [6], trying to 
cover their information needs on decision-making processes. The process of populat-
ing a data warehouse - ETL (Extract-Transform-Load) [5] – is a sophisticated data 
migration process, involving a large range of tasks and operators articulated often in a 
complicated coordination workflow. ETL projects are quite complex and difficult to 
accomplish. Planning and designing assume very relevant roles on these projects in 
order to ensure the success of building a data warehouse. ETL tools provide today 
mature technologies. Most of them provide support in all stages of the ETL life cycle, 
from conceptual to logical, and from logical to physical ETL. However, most of them 
still use proprietary notations or follow other specific methodologies that cannot be 
generalized or easily used. Recent works have evolved around the idea of conceptual-
ly modeling ETL using BPMN patterns [7], as a part of a high-level abstraction layer 
of a set of commonly used tasks in the implementation of an ETL system. Despite the 
interesting results of these works [11] [1] [2], they do not yet solved the problem of 
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using all the potential of a conceptual model. This could be easily achieved if one 
used a custom language – a Domain Specific Languages (DSL) - with the ability to 
describe the semantics of ETL patterns when integrated in a BPMN conceptual mod-
el. According to [12] a DSL is «a high-level software implementation language that 
supports concepts and abstractions that are related to a particular (application) do-
main».  Thus, a DSL has a very expressive power for describing the specificities of a 
particular domain such as the case of the description of ETL patterns in BPMN [3][4]. 
DSL are built by defining a grammar for the language – the logic between the compo-
nents and rules – and for the components. Then, the language will be used to build or 
describe ETL patterns.  

In this paper we present and discuss a way for enriching data migration conceptual 
schemas in BPMN using a DSL, especially designed and implemented to add seman-
tics to BPMN tasks and processes. Additionally, we also demonstrate how to convert 
such enriched schemas to a first correspondent physical representation  
(a skeleton), having the possibility to be executed and validated in Kettle [8], a con-
ventional ETL implementation tool from Pentaho. The paper is structured as follows. 
Section 2 describes and exemplifies how the DSL we designed and its grammar were 
created to describe complementary operational semantics on BPMN tasks and 
processes. After that, we demonstrate the use of the DSL on the specification of par-
ticular instantiations of processes in a simplified version of an ETL system (section 
3). Finally, in section 4, we present some conclusions and final remarks. 

2 Integrating DSL Specifications in BPMN Models 

In BPMN [3] a task or an activity representing a pattern is just a visual component hav-
ing a label and a small set of properties, but nothing to define its structure or its beha-
vior. There are other approaches that propose specific oriented languages, like BPEL 
(Business Process Execution Language) [9] to solve this problem. This language can be 
seen as an extension to other programming languages, but it is focused especially on 
web services. A language like this can be used to validate and execute BPMN models, 
converting each BPMN component into some XML representation that BPEL recogniz-
es. However, this conversion is not simple because: 1) not all elements in BPMN have a 
direct translation in BPEL, which provokes a certain loss of accuracy in the BPEL mod-
el; 2) there is no automated way to translate BPMN to BPEL, meaning that you have to 
know the elements in BPEL and make the writing of the BPEL model yourself; and 3) 
the tools that provide support for BPEL force the user to think at a very low level detail 
regarding the BPEL programming, requiring specialized users to make the conversion 
of a BPMN model to BPEL. Thus, we can see why BPEL is not a very suitable solution 
for the problem we want to approach, which stresses the need of a specific language that 
could add more operational semantic to an ETL conceptual model in BPMN. Generical-
ly speaking, ETL tasks can be organized into three ETL pattern categories: extractors, 
transformers and loaders. Each category entails the execution of various tasks and their 
properties, relating to different states of the development cycle of an ETL system. 
Therefore, each category has different properties that characterize the different states of 
the development of an ETL system. The first category is responsible for identifying and 
extracting the data that were modified in information sources. To perform this task it is 
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necessary to indicate the data sources’ paths and the data structures that will receive 
data. In this category we can find patterns such as sequential log files readers or Change 
Data Captures (CDC). Data sources usually are highly heterogeneous, which impose 
frequently the application of data format recognition mechanisms to detect the kind of 
information sources – e.g. a relational database, a text file, a CSV file, or a XML file, 
among others. The second category includes all patterns with the ability to perform 
transformation tasks, such as data filtering, data quality assurance, data merging, split-
ting or replacement operations, or the simple conversion of an operational key. Here, 
some of the most common patterns are Data Quality Enhancement (DQE), Surrogate 
Key Pipelining (SKP), or Error Handling Hub (HHS). Finally, the third category: the 
loaders. This category includes the patterns and the operations that are responsible for 
loading data into a specific data repository like a data warehouse. Slowly Changing 
Dimension (SCD) or Intensive Data Loading (IDL) patterns are two of the most relevant 
elements of this category.  
 
 
-- An excerpt of the DSL’s grammar. 
ETL: 
  ‘use’ (elements+=Pattern)+‘on sources{‘ (source+=Data)+ ‘}’ 
  (‘and target{‘ target=Data ‘}’)? (‘with mapping source{‘ (map+=Data)+’}’)?   
  (‘options{‘opt = Option ‘}’)?; 
-- Pattern categories. 
Pattern: 
  Gather | Transform | Load; 
-- Gathers configuration 
Gather: 
  ‘Gather’(‘sort by’  sort = STRING ‘,’)? //(gatherFields+=Fields)*; 
-- Information sources configuration 
Data: 
  ‘BEGIN’ (Path | Source)’,’‘type=’ type=STRING‘END’; 
Option: 
  ‘parallel operation=’ p=STRING ‘,’‘number of threads=’ t=STRING (‘,’ 
  ‘number of rows in batch=’ r=STRING)?; 
Path: 
  ‘data=’ src=STRING; 
Source: 
  ‘name=’ n=STRING ‘,’ ‘server=’ s=STRING ‘,’ ‘database=’ db=STRING ‘,’ 
  (‘table=’ tb+=STRING (‘{‘(fields+=Fields)+’}’)? ‘,’)*  
  ‘technology=’ tech=STRING’,’‘access=’ a=STRING’,’‘user=’ user=STRING ‘,’ 
  ‘password=’ pwd=STRING(‘, port=’ p=STRING)?; 
Fields: 
  (‘source’ | ‘target’)?’fields{‘ (fd+=Field)+’}’; 
(…) 
-- Loaders configurations. 
Load: 
  ‘Load from’(‘each record’)?; 
 

Fig. 1. An excerpt of the DSL’s grammar  

Considering this, we designed and built a specific DSL taking into account all the 
properties and characteristics of each pattern category. Looking at the DSL’s gram-
mar (Fig. 1), we can see how to configure a data source, or even the destiny of the 
data collected, using an extensive list of attributes (source’s attributes). For example, 
in case of the source or the destiny be a relational source, we need to specify the con-
nection name (name), the server identification (server), the name of the database  
(database), and others. Otherwise, the source or the destiny of the data can be set 
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through the path of a file (data) containing the data required and the source type. In 
short, with this kind of approach we will be able to build ETL conceptual models, 
enrich them with task behavior descriptions using the DSL, converting the enriched 
models to an intermediate standard format, and produce a physical skeleton to be 
imported by a conventional ETL implementation tool. Fig. 2 shows an application of 
the DSL in the configuration of a gather pattern. 

 
 
-- Configuration of a gather pattern. 
use Gather 
on sources{BEGIN data=CDR_Calls.csv,type=CSV input END} 
and target{BEGIN server=localhost, database=CALLSR,table= MSISDN_ACTIVITY 
  {fields{id,type,caller_id,called_id,caller_number,called_number,time_start, 
  time_end,}}, technology=MySQL,access=Native,user=root, 
  password=Saphira23,type=relational END} 
options{loop_criteria=FOR_EACH_ROW} 

 

Fig. 2. An excerpt of the behavior of an ETL task using the DSL  

3 Using a DSL on Process Instantiation 

Using a DSL language on the specification of data-driven workflows allows for the 
formalization of a set of abstract and self-contained constructors, which simplify process 
representation across several detail levels. To achieve the necessary adequacy, both in 
terms of business level and physical level, any physical model should be developed 
following the sequence of operations showed in Fig. 3. This way, business and physical 
requirements associated with the execution of a given process can be easily represented, 
and posteriorly used by a commercial tool to enable its real execution. 

 

Fig. 3. Steps for producing a physical model based on a BPMN conceptual description  

To start, we need to design and produce a conceptual representation in BPMN. 
Both semantic and physical metadata should be addressed by the DSL, providing  
a way to distinguish and support all the business rules involved in the process.  
The BPMN configuration is described using the DSL, indicating the data required by 
each task. The CSV Gather case (Fig. 2) shows the logical metadata involved with, 
the field mappings between the source CSV and the target relational schema, and the 
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execution support metadata describing all the connection parameters of the physical 
schemas as well as all the specific execution requirements. To provide a clearer pic-
ture of how BPMN can be used on early ETL development stages and how their arti-
facts can be mapped to execution primitives, we selected a very common data migra-
tion application case on the telecommunications domain. To support it we used a Call 
Detail Records (CDR) file from a mobile phone company having data about custom-
ers’ calls. This file will act as a source data for a specific database table that identifies 
callers, number of calls and total call duration. The migration process (Fig. 4) aims to 
handle the referred data (stored in a CSV file), in which every row has a record of a 
call phone done by a specific customer. The record’s attributes are: DATE, the date of 
the call; TIME, a timestamp; DURATION, the time spent with the call; MSISDN of 
the source customer that depends if the call direction (incoming or outgoing); 
OTHER_MSISDN of the target customer that depends of the call direction (incoming 
or outgoing); and DIRECTION of the call. The MSISDN belongs to the called cus-
tomer and the OTHER_MSISDN to the caller customer, while the value ‘O’ 
represents an outgoing call, i.e. the MSISDN belongs to the caller and 
OTHER_MSISDN to the called customer. 

The process initiates extracting data from the CSV file using a BPMN activity. The 
name of this activity (as many others) includes the # character to identify that the 
activity represents a container of tasks configured through the DSL proposed. In fact, 
the Extract Source activity configuration was already presented before in Fig. 2. 
The output data from each source is stored in a separated repository. The logic of this 
process is handled internally by each pattern. 

 

Fig. 4. The customer call registration populating process 

Next, four sub-processes (#Aggregate#) were defined for making data aggrega-
tion. To ensure their parallel execution we used two BPMN parallel gateways: 1) a 
divergent gateway, indicating that each one of the fired activities will be executed in 
parallel; and 2) a convergent gateway to force the completion of all parallel flows. 
Finally, the process ends with the execution of a #Loader# container configured to 
load data into the target data structure. Additionally, a loop marker was used for each 
activity, meaning that each one should be executed iteratively based on some criteria. 
For example, the gather specification presented in Fig. 2 describes (using the op-
tions block) the loop_criteria statement with a FOR_EACH_ROW value, which 
means that the internal activity tasks should be executed for each row in the process. 
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For compatibility reasons, the DSL descriptions for specifying ETL patterns behavior 
were integrated in the BPMN model using text annotations.  

The BPMN process serialization enables the representation of all BPMN elements 
including DSL into a XML Process Definition Language (XPDL) standard format 
[10]. The XPDL is used by some software products to interchange business process 
definitions between different tools, providing an XML-based format with the ability 
to support every aspect of the BPMN process definition notation, including the graph-
ical descriptions of the diagram, as well as its executable properties. Thus, there is no 
need to extend the XPDL meta-model to ensure compatibility with other existing 
tools. The XPDL file is used as input of the developed parser to interpret not only the 
DSL code but also the logic of the workflow, providing the necessary means to pre-
serve the details of the ETL model configuration about the process control, data trans-
formation requirements and configuration parameters – e.g. the access to a database 
or a file, or the identification of a source or a target data repository (Fig. 5). Having 
this, it is possible to generate a physical model and provide automatically a data mi-
gration package configured accordingly.  

To filter metadata enabling its transformation to a recognized specific data format 
by an ETL implementation tool we designed and implemented a specific parser. This 
parser interpreted DSL specifications and translated them to an intermediary specifi-
cation format recognized by a data migration tool. To do this, we first need to convert 
the model, exporting it to a known serialization format. The parser generates two 
distinct structures: 1) a map, whose key is the identification of the activity, and a val-
ue, which is a class embodying all the details about the XML node activity; and 2) a 
graph, containing the information about all the existing connections in the BPMN 
model. BPMN tools use standard formats for process interchange, but data migration 
tools use their own file formats. This compromises system flexibility. To avoid this 
we used Acceleo (http://www.eclipse.org/acceleo/), a model-to-code transformation 
module. Under the MDA (Model-Driven Architecture) provided by Eclipse, we also 
selected and applied some specific Ecore models to describe each pattern skeleton and 
to identify process instantiation metadata. Next, a standard transformation template 
was built to encapsulate the conversion process and to transform the internal structure 
of the pattern into a XML serialization format supported by the implementation tool - 
Kettle. This process is executed in two steps: 1) the verification of all patterns in-
cluded in the BPMN conceptual model and their conversion to a single XML repre-
sentation; and 2) the generation of the general XML Kettle schema. To establish the 
mapping rules between a BPMN conceptual model specification and Kettle package 
representation it is necessary to follow a set of generic rules that are explicitly defined 
in what we call a transformation template. On this template: 1) the three main patterns 
classes - gather, transformer, and loader - are mapped directly to specific Kettle jobs 
or transformations; 2) the internal tasks are created inside each top-level package as 
well as the details related to the execution of the process. In Fig. 6 we can see four 
distinct examples of packages that were generated based on a BPMN model specifica-
tion. The top package level (Fig. 6a) represents the three main clusters that could be 
explicitly represented at a conceptual level using BPMN. This layer represents a 
transformation that corresponds to the data extraction activity represented in the 
BPMN process presented before in Fig. 4. The associated model (Fig. 6b) includes a 
specific CSV input task that is responsible to load data to a copy rows to result task. 
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Rows are stored in memory since all jobs and transformations were configured to 
execute one row each time and the case presented does not process large volumes of 
data at once. The Transformers job (Fig. 6c) is associated with the transformation that 
performs, for each application scenario, the aggregation tasks. The parallel configura-
tion described in the BPMN model was translated enabling the parallel execution of 
each transformation that encapsulates the logic of each aggregation task. Finally, the 
Loaders transformation (Fig. 6d) from top-level package represents the data load to 
the target relational table.  

 

Fig. 5. A XPDL excerpt used for the serialization of a BPMN process (Fig. 4) 

 

Fig. 6. The Kettle package generated from the BPMN model (Fig. 4) 

4 Conclusions  

Conceptual models are frequently discarded in favor of a more detailed logical model.  
In our opinion, ETL conceptual modeling is a very useful activity in the life cycle of a 
data warehousing system project. Based on BPMN and on a set of ETL patterns (cha-
racteristics and behavior description), we designed and implemented a specific ETL 
development process that enhances the importance of building ETL conceptual  

a) 

b) 

c) 

d) 
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models as a way to establish a first executable version of the system – an ETL skele-
ton. To enrich the expressiveness of BPMN we designed and created a DSL especial-
ly oriented to describe the behavior of an ETL pattern when integrated in an ETL 
conceptual model. Results are quite satisfactory, and prove the viability of the ap-
proach. It was possible to demonstrate with a real application case that it is possible to 
use a lot of the material applied in the conceptual specification as a catalyst for a 
possible physical implementation. At this stage, the ETL skeletons that can be pro-
duced still are very primary physical models. In a near future we need to improve 
them, in order to allow for the generation of more effective physical.  
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